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## Day Five: Principles of Time Series Forecasting

### Basic Training and Test Accuracy

#### Evaluating forecast accuracy

In order to evaluate the performance of a forecasting model, we compute its forecast accuracy. Forecast accuracy is compared by measuring errors based on the test set. Ideally it should allow comparing benefits from improved accuracy with the cost of obtaining the improvement.

We should be choosing forecast models that lead to better business decisions

▶ least staffing costs, least emission, highest service level, least stock-out, least inventory, fastest response, least change in planing, for example.

However, this is not always easy to obtain, therefore we might simply use methods that provide the most accurate forecast.

### In-sample (training) vs. out-of-sample (test)

Fitting and its residual are not a reliable indication of forecast accuracy. Besides, a model which fits the training data well will not necessarily forecast well. A perfect fit can always be obtained by using a model with enough parameters. On the other hand, over-fitting a model to data is just as bad as failing to identify a systematic pattern in the data. In testing the accuracy of the model, we mimic the real life situation and pretend that we don’t know some part of data (new data). Remember tt must not be used for any aspect of model training. Forecast accuracy is computed only based on the test set

### Evaluating point forecast accuracy

#### Load the following libraries

library(fpp3)

── Attaching packages ────────────────────────────────────────────── fpp3 0.5 ──

✔ tibble 3.2.1 ✔ tsibble 1.1.3  
✔ dplyr 1.1.2 ✔ tsibbledata 0.4.1  
✔ tidyr 1.3.0 ✔ feasts 0.3.1  
✔ lubridate 1.9.2 ✔ fable 0.3.3  
✔ ggplot2 3.4.3 ✔ fabletools 0.3.3

── Conflicts ───────────────────────────────────────────────── fpp3\_conflicts ──  
✖ lubridate::date() masks base::date()  
✖ dplyr::filter() masks stats::filter()  
✖ tsibble::intersect() masks base::intersect()  
✖ tsibble::interval() masks lubridate::interval()  
✖ dplyr::lag() masks stats::lag()  
✖ tsibble::setdiff() masks base::setdiff()  
✖ tsibble::union() masks base::union()

library(ggdist)  
library(tidyverse)

── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
✔ forcats 1.0.0 ✔ readr 2.1.4  
✔ purrr 1.0.1 ✔ stringr 1.5.0

── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
✖ dplyr::filter() masks stats::filter()  
✖ tsibble::interval() masks lubridate::interval()  
✖ dplyr::lag() masks stats::lag()  
ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

### Load Tourism Data

## Australian domestic overnight trips

### Description

A dataset containing the quarterly overnight trips from 1998 Q1 to 2016 Q4 across Australia.

### Usage

tourism

### Format

A tsibble with 23,408 rows and 5 variables:

* **Quarter**: Year quarter (index)
* **Region**: The tourism regions are formed through the aggregation of Statistical Local Areas (SLAs) which are defined by the various State and Territory tourism authorities according to their research and marketing needs
* **State**: States and territories of Australia
* **Purpose**: Stopover purpose of visit:
  + “Holiday”
  + “Visiting friends and relatives”
  + “Business”
  + “Other reason”
* **Trips**: Overnight trips in thousands

### References

[Tourism Research Australia](https://www.tra.gov.au/)

### View the data

tourism

# A tsibble: 24,320 x 5 [1Q]  
# Key: Region, State, Purpose [304]  
 Quarter Region State Purpose Trips  
 <qtr> <chr> <chr> <chr> <dbl>  
 1 1998 Q1 Adelaide South Australia Business 135.  
 2 1998 Q2 Adelaide South Australia Business 110.  
 3 1998 Q3 Adelaide South Australia Business 166.  
 4 1998 Q4 Adelaide South Australia Business 127.  
 5 1999 Q1 Adelaide South Australia Business 137.  
 6 1999 Q2 Adelaide South Australia Business 200.  
 7 1999 Q3 Adelaide South Australia Business 169.  
 8 1999 Q4 Adelaide South Australia Business 134.  
 9 2000 Q1 Adelaide South Australia Business 154.  
10 2000 Q2 Adelaide South Australia Business 169.  
# ℹ 24,310 more rows

### Index by Time and Summarize Total Trips

aus\_tourism <- tourism |>   
 index\_by(Quarter) |>   
 summarise(Trips = sum(Trips))  
aus\_tourism

# A tsibble: 80 x 2 [1Q]  
 Quarter Trips  
 <qtr> <dbl>  
 1 1998 Q1 23182.  
 2 1998 Q2 20323.  
 3 1998 Q3 19827.  
 4 1998 Q4 20830.  
 5 1999 Q1 22087.  
 6 1999 Q2 21458.  
 7 1999 Q3 19914.  
 8 1999 Q4 20028.  
 9 2000 Q1 22339.  
10 2000 Q2 19941.  
# ℹ 70 more rows

### Fit the Various Models

fit <- aus\_tourism |>  
 model(average = MEAN(Trips),  
 naive = NAIVE(Trips),  
 snaiev = SNAIVE(Trips),  
 regression = TSLM(Trips),  
 automatic\_ets = ETS(Trips),  
 automatc\_arima = ARIMA(Trips)  
 )

### Plot the Forecast (pay attention on regression)

fit |>   
 forecast(h = 4)|>  
 autoplot()
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### Estimate the Forecast Model and add trend and seasonal component to it

fit <- aus\_tourism |>  
 model(average = MEAN(Trips),  
 naive = NAIVE(Trips),  
 snaiev = SNAIVE(Trips),  
 regression = TSLM(Trips ~ trend() + season()),  
 automatic\_ets = ETS(Trips),  
 automatc\_arima = ARIMA(Trips)  
 )

### Plot the Forecast

fit |>   
 forecast(h = 4)|>  
 autoplot()

![](data:image/png;base64,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)

### Plot the Forecast with the data

fit |>   
 forecast(h = 4)|>  
 autoplot(filter\_index(aus\_tourism, "2010 Q1"~.))
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### Various Function to View the Estimated Mode include the Following

1. tidy()
2. glance()
3. report()
4. components()
5. augment()

#### Apply the Function to Navigate the Model

#### tidy() function

fit |>   
 select(automatic\_ets) |>   
 tidy()

# A tibble: 9 × 3  
 .model term estimate  
 <chr> <chr> <dbl>  
1 automatic\_ets alpha 0.450   
2 automatic\_ets beta 0.0445   
3 automatic\_ets gamma 0.000100  
4 automatic\_ets l[0] 21690.   
5 automatic\_ets b[0] -58.5   
6 automatic\_ets s[0] -126.   
7 automatic\_ets s[-1] -816.   
8 automatic\_ets s[-2] -325.   
9 automatic\_ets s[-3] 1267.

#### glance() function

fit |>   
 select(automatic\_ets) |>   
 glance()

# A tibble: 1 × 9  
 .model sigma2 log\_lik AIC AICc BIC MSE AMSE MAE  
 <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
1 automatic\_ets 699901. -709. 1437. 1439. 1458. 629911. 790554. 604.

fit |>   
 select(automatic\_ets) |>   
 report()

Series: Trips   
Model: ETS(A,A,A)   
 Smoothing parameters:  
 alpha = 0.4495675   
 beta = 0.04450178   
 gamma = 0.0001000075   
  
 Initial states:  
 l[0] b[0] s[0] s[-1] s[-2] s[-3]  
 21689.64 -58.46946 -125.8548 -816.3416 -324.5553 1266.752  
  
 sigma^2: 699901.4  
  
 AIC AICc BIC   
1436.829 1439.400 1458.267

The output above outlines a time series forecasting model under the ETS(A,A,A) framework, representing an Exponential Smoothing State Space model with additive errors and additive trend and seasonality components. The model is characterized by three smoothing parameters: alpha, beta, and gamma, set to 0.4495675, 0.04450178, and 0.0001000075, respectively. These parameters govern the weights assigned to the current observation, trend, and seasonal components during the forecasting process.

The initial states of the model include level (l), trend (b), and seasonal (s) components, with specific values provided for each. These initial states influence the starting point of the forecasting process. Notably, the sigma^2 value of 699901.4 represents the estimated variance of the error term in the model.

The output has the three model evaluation metrics: AIC (Akaike Information Criterion), AICc (corrected AIC), and BIC (Bayesian Information Criterion). These metrics serve as measures of the model’s goodness of fit, with lower values indicating a better fit. In this case, the AIC, AICc, and BIC values are 1436.829, 1439.400, and 1458.267, respectively. Model selection would involve choosing the model with the lowest value among these criteria. The provided values suggest a reasonably good fit, but further comparison with alternative models and consideration of the specific context of the time series data would be essential for a comprehensive interpretation and decision-making.

The coefficients and parameters in the output pertain to an Exponential Smoothing State Space model with additive errors, additive trend, and additive seasonality (ETS(A,A,A)). Let’s break down the interpretation of each:

1. **Smoothing Parameters:**
   * **Alpha (α):** Represents the smoothing parameter for the level (l) component. It determines the weight given to the most recent observation when updating the level.
   * **Beta (β):** The smoothing parameter for the trend (b) component. It controls the weight assigned to the most recent trend when updating.
   * **Gamma (γ):** The smoothing parameter for the seasonal (s) component. It governs the weight assigned to the most recent seasonal observation when updating the seasonal component.
2. **Initial States:**
   * **l[0]:** Initial level of the time series.
   * **b[0]:** Initial trend of the time series.
   * **s[0]:** Initial seasonal component.
   * **s[-1], s[-2], s[-3]:** Initial seasonal components for the previous three seasons.
3. **Sigma^2:**
   * **Sigma^2:** Represents the estimated variance of the error term in the model. In this context, it is 699901.4, indicating the variability or volatility of the residuals.
4. **Evaluation Metrics:**
   * **AIC (Akaike Information Criterion):** A measure of the model’s goodness of fit, balancing the trade-off between accuracy and complexity. Lower AIC values suggest a better-fitting model.
   * **AICc (Corrected AIC):** A modification of AIC for small sample sizes, penalizing the model for additional parameters.
   * **BIC (Bayesian Information Criterion):** Similar to AIC but with a stronger penalty for model complexity. Like AIC, lower BIC values indicate a better-fitting model.

In summary, these parameters and coefficients collectively define the structure of the ETS(A,A,A) model and provide information on how the model captures and updates the level, trend, and seasonality of the time series data. The smoothing parameters control the influence of recent observations on these components, while the initial states set the starting values. The evaluation metrics help assess the model’s overall fit, with lower values indicating a more parsimonious and effective model.

#### component() function

fit |>   
 select(automatic\_ets) |>   
 components()

# A dable: 84 x 7 [1Q]  
# Key: .model [1]  
# : Trips = lag(level, 1) + lag(slope, 1) + lag(season, 4) + remainder  
 .model Quarter Trips level slope season remainder  
 <chr> <qtr> <dbl> <dbl> <dbl> <dbl> <dbl>  
 1 automatic\_ets 1997 Q1 NA NA NA 1267. NA   
 2 automatic\_ets 1997 Q2 NA NA NA -325. NA   
 3 automatic\_ets 1997 Q3 NA NA NA -816. NA   
 4 automatic\_ets 1997 Q4 NA 21690. -58.5 -126. NA   
 5 automatic\_ets 1998 Q1 23182. 21759. -45.8 1267. 284.   
 6 automatic\_ets 1998 Q2 20323. 21234. -93.2 -325. -1065.   
 7 automatic\_ets 1998 Q3 19827. 20917. -115. -816. -498.   
 8 automatic\_ets 1998 Q4 20830. 20871. -109. -126. 154.   
 9 automatic\_ets 1999 Q1 22087. 20789. -106. 1267. 58.0  
10 automatic\_ets 1999 Q2 21458. 21177. -57.0 -325. 1100.   
# ℹ 74 more rows

#### Augment() Function

fit |>   
 select(automatic\_ets) |>   
 augment()

# A tsibble: 80 x 6 [1Q]  
# Key: .model [1]  
 .model Quarter Trips .fitted .resid .innov  
 <chr> <qtr> <dbl> <dbl> <dbl> <dbl>  
 1 automatic\_ets 1998 Q1 23182. 22898. 284. 284.   
 2 automatic\_ets 1998 Q2 20323. 21389. -1065. -1065.   
 3 automatic\_ets 1998 Q3 19827. 20325. -498. -498.   
 4 automatic\_ets 1998 Q4 20830. 20676. 154. 154.   
 5 automatic\_ets 1999 Q1 22087. 22029. 58.0 58.0  
 6 automatic\_ets 1999 Q2 21458. 20358. 1100. 1100.   
 7 automatic\_ets 1999 Q3 19914. 20304. -390. -390.   
 8 automatic\_ets 1999 Q4 20028. 20745. -717. -717.   
 9 automatic\_ets 2000 Q1 22339. 21709. 630. 630.   
10 automatic\_ets 2000 Q2 19941. 20323. -382. -382.   
# ℹ 70 more rows

#### Use the Model to Forecast the Next Four Seasons (Four quarters ahead)

fcst <-   
 fit |>   
 forecast(h = 4)  
fcst

# A fable: 24 x 4 [1Q]  
# Key: .model [6]  
 .model Quarter Trips .mean  
 <chr> <qtr> <dist> <dbl>  
 1 average 2018 Q1 N(21553, 4751393) 21553.  
 2 average 2018 Q2 N(21553, 4751393) 21553.  
 3 average 2018 Q3 N(21553, 4751393) 21553.  
 4 average 2018 Q4 N(21553, 4751393) 21553.  
 5 naive 2018 Q1 N(27594, 2115987) 27594.  
 6 naive 2018 Q2 N(27594, 4231973) 27594.  
 7 naive 2018 Q3 N(27594, 6347960) 27594.  
 8 naive 2018 Q4 N(27594, 8463947) 27594.  
 9 snaiev 2018 Q1 N(27496, 1475025) 27496.  
10 snaiev 2018 Q2 N(26114, 1475025) 26114.  
# ℹ 14 more rows

The output above shows the point focus and the distribution of the forecast for each model. We have the normal distribution with mean and variance as indicated. This is kind of focus assumes that residuals are following a normal distribution. If we assume that the residuals are not following normal distribution, then we have to use bootstrapping, as shown below.

### Bootstrap

fcst1 <- fit |>   
 forecast(h = 4, bootstrap = TRUE)  
fcst1

# A fable: 24 x 4 [1Q]  
# Key: .model [6]  
 .model Quarter Trips .mean  
 <chr> <qtr> <dist> <dbl>  
 1 average 2018 Q1 sample[5000] 21570.  
 2 average 2018 Q2 sample[5000] 21545.  
 3 average 2018 Q3 sample[5000] 21578.  
 4 average 2018 Q4 sample[5000] 21546.  
 5 naive 2018 Q1 sample[5000] 27592.  
 6 naive 2018 Q2 sample[5000] 27598.  
 7 naive 2018 Q3 sample[5000] 27591.  
 8 naive 2018 Q4 sample[5000] 27567.  
 9 snaiev 2018 Q1 sample[5000] 27507.  
10 snaiev 2018 Q2 sample[5000] 26130.  
# ℹ 14 more rows

From the results above, the bootstrap method takes 5000 samples to make the prediction.

#### View the Forecast for the Automatic ETS

fcst\_ets <-   
 fcst |>   
 filter(.model == "automatic\_ets")  
fcst\_ets

# A fable: 4 x 4 [1Q]  
# Key: .model [1]  
 .model Quarter Trips .mean  
 <chr> <qtr> <dist> <dbl>  
1 automatic\_ets 2018 Q1 N(29068, 7e+05) 29068.  
2 automatic\_ets 2018 Q2 N(27794, 870750) 27794.  
3 automatic\_ets 2018 Q3 N(27619, 1073763) 27619.  
4 automatic\_ets 2018 Q4 N(28627, 1311711) 28627.

### Plot the Forecast

fcst\_ets|>  
 autoplot()
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### Plot the Forecast together with the data

fcst\_ets|>  
 autoplot(aus\_tourism)
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### Plot the Distribution of the Forecast for all the models

ggplot(data = fcst, mapping = aes(x = Quarter, ydist = Trips))+  
 stat\_halfeye()

Warning: The output of `fortify(<fable>)` has changed to better suit usage with the ggdist package.  
If you're using it to extract intervals, consider using `hilo()` to compute intervals, and `unpack\_hilo()` to obtain values.
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As you can see, the plot above shows the distribution of the focus for various models and you can see, the distribution has several peaks indicating various models. Let us add colors to distinguish distribution of the various forecast

ggplot(data = fcst, mapping = aes(x = Quarter, ydist = Trips, fill = .model))+  
 stat\_halfeye()

Warning: The output of `fortify(<fable>)` has changed to better suit usage with the ggdist package.  
If you're using it to extract intervals, consider using `hilo()` to compute intervals, and `unpack\_hilo()` to obtain values.
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We can now see the forecast distribution for various models. Let us now view the distribution with overlapping view.

ggplot(data = fcst, mapping = aes(x = Quarter, ydist = Trips, fill = as.factor(.model)))+  
 stat\_halfeye(alpha = 0.6)

Warning: The output of `fortify(<fable>)` has changed to better suit usage with the ggdist package.  
If you're using it to extract intervals, consider using `hilo()` to compute intervals, and `unpack\_hilo()` to obtain values.
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From the plot above, ARIMA and ETS models proves to be the best. The distribution is very narrow, showing higher certainty in our forecast.

### Extract for ETS and Plot

fcst\_ets <-   
 fcst |>   
 filter(.model == "automatic\_ets")  
fcst\_ets

# A fable: 4 x 4 [1Q]  
# Key: .model [1]  
 .model Quarter Trips .mean  
 <chr> <qtr> <dist> <dbl>  
1 automatic\_ets 2018 Q1 N(29068, 7e+05) 29068.  
2 automatic\_ets 2018 Q2 N(27794, 870750) 27794.  
3 automatic\_ets 2018 Q3 N(27619, 1073763) 27619.  
4 automatic\_ets 2018 Q4 N(28627, 1311711) 28627.

ggplot(data = fcst\_ets, mapping = aes(x = Quarter, ydist = Trips, fill = .model))+  
 stat\_halfeye(alpha =.5)

Warning: The output of `fortify(<fable>)` has changed to better suit usage with the ggdist package.  
If you're using it to extract intervals, consider using `hilo()` to compute intervals, and `unpack\_hilo()` to obtain values.
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### Extract ARIMA Forecast and Plot

fcst\_arima <-   
 fcst |>   
 filter(.model == "automatc\_arima")  
fcst\_arima

# A fable: 4 x 4 [1Q]  
# Key: .model [1]  
 .model Quarter Trips .mean  
 <chr> <qtr> <dist> <dbl>  
1 automatc\_arima 2018 Q1 N(28832, 772625) 28832.  
2 automatc\_arima 2018 Q2 N(27383, 969648) 27383.  
3 automatc\_arima 2018 Q3 N(27092, 1166670) 27092.  
4 automatc\_arima 2018 Q4 N(28230, 1363693) 28230.

ggplot(data = fcst\_arima, mapping = aes(x = Quarter, ydist = Trips, fill = .model))+  
 stat\_halfeye(alpha = .5)

Warning: The output of `fortify(<fable>)` has changed to better suit usage with the ggdist package.  
If you're using it to extract intervals, consider using `hilo()` to compute intervals, and `unpack\_hilo()` to obtain values.
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From the plot above, we can get the distribution interval and the probabilities as well.

ggplot(data = fcst\_ets, mapping = aes(x = Quarter, ydist = Trips))+  
 stat\_halfeye(alpha = .4)+  
 autolayer(filter\_index(aus\_tourism, "2010 Q1"~.))

Warning: The output of `fortify(<fable>)` has changed to better suit usage with the ggdist package.  
If you're using it to extract intervals, consider using `hilo()` to compute intervals, and `unpack\_hilo()` to obtain values.

Plot variable not specified, automatically selected `.vars = Trips`
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### get the fitted ets and plot with the data

fitted\_ets <- fit|>  
 select(automatic\_ets)|>  
 augment()  
fitted\_ets

# A tsibble: 80 x 6 [1Q]  
# Key: .model [1]  
 .model Quarter Trips .fitted .resid .innov  
 <chr> <qtr> <dbl> <dbl> <dbl> <dbl>  
 1 automatic\_ets 1998 Q1 23182. 22898. 284. 284.   
 2 automatic\_ets 1998 Q2 20323. 21389. -1065. -1065.   
 3 automatic\_ets 1998 Q3 19827. 20325. -498. -498.   
 4 automatic\_ets 1998 Q4 20830. 20676. 154. 154.   
 5 automatic\_ets 1999 Q1 22087. 22029. 58.0 58.0  
 6 automatic\_ets 1999 Q2 21458. 20358. 1100. 1100.   
 7 automatic\_ets 1999 Q3 19914. 20304. -390. -390.   
 8 automatic\_ets 1999 Q4 20028. 20745. -717. -717.   
 9 automatic\_ets 2000 Q1 22339. 21709. 630. 630.   
10 automatic\_ets 2000 Q2 19941. 20323. -382. -382.   
# ℹ 70 more rows

### Plot the Fitted and the Data

fitted\_ets |>  
 ggplot(aes(x = Quarter))+  
 geom\_line(aes(y = Trips, color = "Data"))+  
 geom\_line(aes(y = .fitted, color = "Fitted"))
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ggplot(data = fcst\_ets, mapping = aes(x = Quarter, ydist = Trips))+  
 stat\_halfeye(alpha = .4)+  
 geom\_line(aes(y = .fitted, colour ="Fitted"), data = filter\_index(fitted\_ets, "2010 Q1" ~ .))+  
 geom\_line(aes(y = Trips, colour ="Data"),data = filter\_index(fitted\_ets, "2010 Q1" ~ .))

Warning: The output of `fortify(<fable>)` has changed to better suit usage with the ggdist package.  
If you're using it to extract intervals, consider using `hilo()` to compute intervals, and `unpack\_hilo()` to obtain values.
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## Alternatively

ggplot(data = fcst\_ets, mapping = aes(x = Quarter, ydist = Trips))+  
 stat\_halfeye(alpha = .5)+  
 geom\_line(aes(y = .fitted, color = "Fitted"),data = filter\_index(fitted\_ets, "2014 Q1"~.))+  
 geom\_line(aes(y = Trips, color = "Data"), data = filter\_index(fitted\_ets, "2014 Q1"~.))+  
 autolayer(filter\_index(aus\_tourism, "2014 Q1"~.))

Warning: The output of `fortify(<fable>)` has changed to better suit usage with the ggdist package.  
If you're using it to extract intervals, consider using `hilo()` to compute intervals, and `unpack\_hilo()` to obtain values.

Plot variable not specified, automatically selected `.vars = Trips`
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### Basic accuracy- split to Test and Train

### Testing dataset

forecast\_horizon <- 4  
test <- aus\_tourism |>  
 filter\_index(as.character(max(aus\_tourism$Quarter)-forecast\_horizon +1) ~ .)  
test

# A tsibble: 4 x 2 [1Q]  
 Quarter Trips  
 <qtr> <dbl>  
1 2017 Q1 27496.  
2 2017 Q2 26114.  
3 2017 Q3 26506.  
4 2017 Q4 27594.

### Training data set

train <- aus\_tourism |> filter\_index(. ~ as.character(max(aus\_tourism$Quarter)-forecast\_horizon))  
train

# A tsibble: 76 x 2 [1Q]  
 Quarter Trips  
 <qtr> <dbl>  
 1 1998 Q1 23182.  
 2 1998 Q2 20323.  
 3 1998 Q3 19827.  
 4 1998 Q4 20830.  
 5 1999 Q1 22087.  
 6 1999 Q2 21458.  
 7 1999 Q3 19914.  
 8 1999 Q4 20028.  
 9 2000 Q1 22339.  
10 2000 Q2 19941.  
# ℹ 66 more rows

Our test goes from the beginning of the times series to 2016 quarter 4. On the other hand, the test data takes the last four observation of the series, that is, 2017 Q1 to 2017 Q4. We have managed to split our data into test and train data set.

From the code above, we are creating a training and test sets for forecasting. From the code, we are filtering the data to create separate sets for training and testing, likely for a time series forecasting model.

Here’s a breakdown of your code:

1. **forecast\_horizon <- 4**: We are defining a variable **forecast\_horizon** with a value of 4. This variable is representing the number of periods into the future you want to forecast.
2. **test <- aus\_tourism |> filter\_index(as.character(max(aus\_tourism$Quarter) - forecast\_horizon + 1) ~ .)**: We are creating the test set. Again we are filtering the **aus\_tourism** data based on the index (Quarter) to select observations for the test set. The filter condition used in this code helps us select data points starting from the quarter which is **forecast\_horizon** quarters before the maximum quarter.
3. **train <- aus\_tourism |> filter\_index(. ~ as.character(max(aus\_tourism$Quarter) - forecast\_horizon))**: In this code, we are creating the training set. Similar to the test set, where we are filtering the **aus\_tourism** data, but this time we are selecting data points up to the quarter which is **forecast\_horizon** quarters before the maximum quarter.

It’s important to note that the success of a time series forecasting model often depends on how well you structure your training and test sets. Make sure that the temporal order of your data is maintained, with the training set covering the period before the test set.

Also, ensure that the data types and formats are consistent, especially when dealing with time-related variables such as quarters. If **Quarter** is a date or time-related variable, consider converting it to an appropriate date format for better handling of time series data.

If you have specific questions or if there’s anything else you would like assistance with, feel free to ask!

### Estimate the Model

fit <- train |>  
 model(average = MEAN(Trips),  
 naive = NAIVE(Trips),  
 snaiev = SNAIVE(Trips),  
 regression = TSLM(Trips ~ trend() + season()),  
 automatic\_ets = ETS(Trips),  
 automatic\_arima = ARIMA(Trips)  
 )  
fit

# A mable: 1 x 6  
 average naive snaiev regression automatic\_ets automatic\_arima  
 <model> <model> <model> <model> <model> <model>  
1 <MEAN> <NAIVE> <SNAIVE> <TSLM> <ETS(M,N,M)> <ARIMA(0,1,1)(0,1,1)[4]>

### Recap: View the arima model

fit|>  
 select(automatic\_arima)|>  
 report()

Series: Trips   
Model: ARIMA(0,1,1)(0,1,1)[4]   
  
Coefficients:  
 ma1 sma1  
 -0.5017 -0.8669  
s.e. 0.1041 0.1271  
  
sigma^2 estimated as 791728: log likelihood=-584.87  
AIC=1175.73 AICc=1176.09 BIC=1182.52

### Create the Forecast Using the Models Above

fcst <- fit |>   
 forecast(h = forecast\_horizon)  
fcst

# A fable: 24 x 4 [1Q]  
# Key: .model [6]  
 .model Quarter Trips .mean  
 <chr> <qtr> <dist> <dbl>  
 1 average 2017 Q1 N(21270, 3343105) 21270.  
 2 average 2017 Q2 N(21270, 3343105) 21270.  
 3 average 2017 Q3 N(21270, 3343105) 21270.  
 4 average 2017 Q4 N(21270, 3343105) 21270.  
 5 naive 2017 Q1 N(26348, 2167931) 26348.  
 6 naive 2017 Q2 N(26348, 4335862) 26348.  
 7 naive 2017 Q3 N(26348, 6503793) 26348.  
 8 naive 2017 Q4 N(26348, 8671725) 26348.  
 9 snaiev 2017 Q1 N(26661, 1404835) 26661.  
10 snaiev 2017 Q2 N(24285, 1404835) 24285.  
# ℹ 14 more rows

### Estimate Models’ Accuracy Metrics

In this case, we use the accuracy() function to estimate the models’ accuracy as shown below.

fcst\_accuracy <- fcst |>  
 accuracy(aus\_tourism,  
 measures = list(point\_accuracy\_measures,  
 interval\_accuracy\_measures,  
 distribution\_accuracy\_measures))  
fcst\_accuracy

# A tibble: 6 × 13  
 .model .type ME RMSE MAE MPE MAPE MASE RMSSE ACF1 winkler  
 <chr> <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
1 automatic\_arima Test 784. 900. 784. 2.91 2.91 0.856 0.759 0.281 4068.  
2 automatic\_ets Test 1108. 1336. 1108. 4.11 4.11 1.21 1.13 0.300 4841.  
3 average Test 5658. 5693. 5658. 21.0 21.0 6.18 4.80 -0.249 90136.  
4 naive Test 580. 859. 697. 2.10 2.55 0.761 0.725 -0.249 8869.  
5 regression Test 4419. 4454. 4419. 16.4 16.4 4.83 3.76 0.307 55871.  
6 snaiev Test 1556. 1655. 1556. 5.82 5.82 1.70 1.40 -0.178 4646.  
# ℹ 2 more variables: percentile <dbl>, CRPS <dbl>

#View(fcst\_accuracy)

The table give various accuracy metrics but we can just extract a few that we interested in, because we do not need everything here.

### Extract a Few Accuracy Metrics of Interest

acc <-fcst\_accuracy |>   
 select(.model, MAE, RMSE, MAPE, winkler, CRPS)  
acc

# A tibble: 6 × 6  
 .model MAE RMSE MAPE winkler CRPS  
 <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
1 automatic\_arima 784. 900. 2.91 4068. 509.  
2 automatic\_ets 1108. 1336. 4.11 4841. 759.  
3 average 5658. 5693. 21.0 90136. 4628.  
4 naive 697. 859. 2.55 8869. 669.  
5 regression 4419. 4454. 16.4 55871. 3509.  
6 snaiev 1556. 1655. 5.82 4646. 1038.

#View(acc)

If we look at CRPS, the lowest value if for automatic arima. This is mostly used if you are interested in the entire distribution. However, if we are interested in the prediction interval, arima is doing good as well. For the point forecast, we have RMSE from which naive is doing better. That is, the model that has the lowest error measure is naive.

## Short Notes

1. **MAE (Mean Absolute Error):**
   * **Definition:** The average absolute difference between the predicted and actual values.
   * **Interpretation:** Lower MAE indicates better model accuracy. It is easy to understand and gives equal weight to all errors.
2. **RMSE (Root Mean Squared Error):**
   * **Definition:** The square root of the average of squared differences between predicted and actual values.
   * **Interpretation:** Similar to MAE, but it penalizes larger errors more heavily. It provides a measure of the spread of errors.
3. **MAPE (Mean Absolute Percentage Error):**
   * **Definition:** The average percentage difference between predicted and actual values, expressed as a percentage of the actual values.
   * **Interpretation:** MAPE is useful when the scale of the variable being predicted varies. It represents the relative size of the errors.
4. **Winkler Score:**
   * **Definition:** A scoring metric that penalizes predictions that deviate from actual values.
   * **Interpretation:** Lower Winkler score is desirable. It is particularly used in forecasting tasks where deviations from actual values are penalized.
5. **CRPS (Continuous Ranked Probability Score):**
   * **Definition:** A probabilistic accuracy metric often used for probabilistic forecasts.
   * **Interpretation:** It measures the difference between the predicted and actual cumulative distribution functions. Lower CRPS indicates better probabilistic forecast accuracy.

Now, let’s apply these interpretations to your models:

1. **automatic\_arima:**
   * Performs well in terms of MAE, RMSE, and MAPE.
   * Achieves a relatively low Winkler score and CRPS, indicating good performance in penalizing deviations and probabilistic forecasting.
2. **automatic\_ets:**
   * Similar to automatic\_arima but with higher MAE, RMSE, and MAPE.
   * Scores higher on Winkler and CRPS, indicating higher penalties for deviations and potentially less accurate probabilistic forecasting.
3. **average:**
   * Has high values across all metrics, indicating poor performance in terms of MAE, RMSE, MAPE, Winkler, and CRPS.
   * This model might be a benchmark or a simple baseline, but it is not performing well compared to the other models.
4. **naive:**
   * Performs well, especially in terms of MAE and Winkler.
   * Has a low MAPE, indicating good relative performance. The CRPS value is also relatively low.
5. **regression:**
   * Has high values for all metrics, suggesting poorer performance compared to other models.
   * It is likely not the best-performing model based on these metrics.
6. **snaiev:**
   * Performs reasonably well in terms of MAE, RMSE, and MAPE.
   * Has a lower Winkler score and CRPS compared to the average model, indicating better penalization of deviations and probabilistic forecasting.

Remember that the choice of the appropriate metric depends on the specific characteristics of your forecasting problem and the importance you assign to different types of errors.

### Time Series Cross Validation (Advanced Accuracy Testing)

It is too risky to make the prediction and conclusion based on only one forecast horizon, that is very risky. Such a method cannot be recommended. We have to make sure that the model we recommend to people has been tested to various forecast horizon. That is the concept in time series called cross validation. We started with a simple train and test model, now we mover to a more advanced model. In this process, we start by defining the forecast horizon and the percentage\_test.

forecast\_horizon <- 4  
percentage\_test <- 0.3

test <- aus\_tourism |> filter\_index(as.character(max(aus\_tourism$Quarter)))  
test

# A tsibble: 1 x 2 [1Q]  
 Quarter Trips  
 <qtr> <dbl>  
1 2017 Q4 27594.

### Test

test <- aus\_tourism |> filter\_index(as.character(max(aus\_tourism$Quarter) -  
 round(percentage\_test\*length(unique(aus\_tourism$Quarter)))+1) ~ .)  
test

# A tsibble: 24 x 2 [1Q]  
 Quarter Trips  
 <qtr> <dbl>  
 1 2012 Q1 21924.  
 2 2012 Q2 20274.  
 3 2012 Q3 19646.  
 4 2012 Q4 21558.  
 5 2013 Q1 21984.  
 6 2013 Q2 20972.  
 7 2013 Q3 20397.  
 8 2013 Q4 21338.  
 9 2014 Q1 24279.  
10 2014 Q2 23790.  
# ℹ 14 more rows

### Train

train <- aus\_tourism |> filter\_index(. ~ as.character(max(aus\_tourism$Quarter) -  
 round(percentage\_test\*length(unique(aus\_tourism$Quarter)))))  
train

# A tsibble: 56 x 2 [1Q]  
 Quarter Trips  
 <qtr> <dbl>  
 1 1998 Q1 23182.  
 2 1998 Q2 20323.  
 3 1998 Q3 19827.  
 4 1998 Q4 20830.  
 5 1999 Q1 22087.  
 6 1999 Q2 21458.  
 7 1999 Q3 19914.  
 8 1999 Q4 20028.  
 9 2000 Q1 22339.  
10 2000 Q2 19941.  
# ℹ 46 more rows

### Alternatively

# Set the proportion for the training set  
training\_proportion <- 0.7  
  
# Calculate the splitting index  
split\_index <- floor(nrow(aus\_tourism) \* training\_proportion)  
  
# Split the tsibble into training and test sets  
train\_data <- aus\_tourism[1:split\_index, ]  
test\_data <- aus\_tourism[(split\_index + 1):nrow(aus\_tourism), ]

### View the train data

train\_data

# A tsibble: 56 x 2 [1Q]  
 Quarter Trips  
 <qtr> <dbl>  
 1 1998 Q1 23182.  
 2 1998 Q2 20323.  
 3 1998 Q3 19827.  
 4 1998 Q4 20830.  
 5 1999 Q1 22087.  
 6 1999 Q2 21458.  
 7 1999 Q3 19914.  
 8 1999 Q4 20028.  
 9 2000 Q1 22339.  
10 2000 Q2 19941.  
# ℹ 46 more rows

### View the test data

View(test\_data)

## stretch\_tsibble() function

### Proceed with previous method of splitting the data

tscv\_aus\_tourism <- aus\_tourism |>  
 filter\_index(. ~ as.character(max(aus\_tourism$Quarter)-forecast\_horizon)) |>  
 stretch\_tsibble(.init = length(unique(train$Quarter)), .step = 1)  
tscv\_aus\_tourism

# A tsibble: 1,386 x 3 [1Q]  
# Key: .id [21]  
 Quarter Trips .id  
 <qtr> <dbl> <int>  
 1 1998 Q1 23182. 1  
 2 1998 Q2 20323. 1  
 3 1998 Q3 19827. 1  
 4 1998 Q4 20830. 1  
 5 1999 Q1 22087. 1  
 6 1999 Q2 21458. 1  
 7 1999 Q3 19914. 1  
 8 1999 Q4 20028. 1  
 9 2000 Q1 22339. 1  
10 2000 Q2 19941. 1  
# ℹ 1,376 more rows

### View

View(tscv\_aus\_tourism)

From the data above, we have 21 different ids. In other words, we will evaluate the forecast in 21 different forecast horizons in 21 different four steps ahead forecast. So will have different sample with different situations.

fit <- tscv\_aus\_tourism |>  
 model(average = MEAN(Trips),  
 naive = NAIVE(Trips),  
 snaiev = SNAIVE(Trips),  
 regression = TSLM(Trips ~ trend() + season()),  
 automatic\_ets = ETS(Trips),  
 automatc\_arima = ARIMA(Trips)  
 ) |>  
 mutate(combination = (automatc\_arima+automatic\_ets+snaiev)/3)

### View the output for ARIMA

fit|>  
 select(automatc\_arima)|>  
 report()

Warning in report.mdl\_df(select(fit, automatc\_arima)): Model reporting is only  
supported for individual models, so a glance will be shown. To see the report  
for a specific model, use `select()` and `filter()` to identify a single model.

# A tibble: 21 × 9  
 .id .model sigma2 log\_lik AIC AICc BIC ar\_roots ma\_roots   
 <int> <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <list> <list>   
 1 1 automatc\_arima 832760. -429. 864. 865. 870. <cpl [1]> <cpl [4]>  
 2 2 automatc\_arima 732977. -433. 878. 880. 890. <cpl [3]> <cpl [5]>  
 3 3 automatc\_arima 716231. -441. 894. 895. 905. <cpl [3]> <cpl [5]>  
 4 4 automatc\_arima 695360. -448. 909. 911. 921. <cpl [3]> <cpl [5]>  
 5 5 automatc\_arima 975021. -465. 937. 938. 945. <cpl [6]> <cpl [0]>  
 6 6 automatc\_arima 768140. -469. 944. 945. 951. <cpl [1]> <cpl [4]>  
 7 7 automatc\_arima 944538. -480. 969. 969. 977. <cpl [6]> <cpl [0]>  
 8 8 automatc\_arima 927599. -488. 984. 985. 992. <cpl [6]> <cpl [0]>  
 9 9 automatc\_arima 912076. -496. 1000. 1000. 1008. <cpl [6]> <cpl [0]>  
10 10 automatc\_arima 971926. -506. 1020. 1021. 1029. <cpl [6]> <cpl [0]>  
# ℹ 11 more rows

### Extract a Particular ARIMA model for a specific ID

fit|>  
 select(automatc\_arima)|>  
 filter(.id == 20)|>  
 report()

Series: Trips   
Model: ARIMA(0,1,1)(2,1,0)[4]   
  
Coefficients:  
 ma1 sar1 sar2  
 -0.5805 -0.6013 -0.2499  
s.e. 0.1104 0.1195 0.1203  
  
sigma^2 estimated as 953842: log likelihood=-580.74  
AIC=1169.48 AICc=1170.09 BIC=1178.47

This model is different from what we saw before. Initially, we had only one time series, but in this case we have 21 different ids and there we have 21 different time series. In other words, each id is treated as time series. Each row is one time series and each column is one method. In this case we will therefore have 21 different models for each method.

## Forecast and Plot the Forecast

fcst <- fit |> forecast(h = forecast\_horizon)  
fcst

# A fable: 588 x 5 [1Q]  
# Key: .id, .model [147]  
 .id .model Quarter Trips .mean  
 <int> <chr> <qtr> <dist> <dbl>  
 1 1 average 2012 Q1 N(20629, 1529860) 20629.  
 2 1 average 2012 Q2 N(20629, 1529860) 20629.  
 3 1 average 2012 Q3 N(20629, 1529860) 20629.  
 4 1 average 2012 Q4 N(20629, 1529860) 20629.  
 5 1 naive 2012 Q1 N(20124, 2139220) 20124.  
 6 1 naive 2012 Q2 N(20124, 4278440) 20124.  
 7 1 naive 2012 Q3 N(20124, 6417661) 20124.  
 8 1 naive 2012 Q4 N(20124, 8556881) 20124.  
 9 1 snaiev 2012 Q1 N(20266, 1208426) 20266.  
10 1 snaiev 2012 Q2 N(20399, 1208426) 20399.  
# ℹ 578 more rows

### View the Forecast of Model for ID 1

fcst|>  
 filter(.id == 1)

# A fable: 28 x 5 [1Q]  
# Key: .id, .model [7]  
 .id .model Quarter Trips .mean  
 <int> <chr> <qtr> <dist> <dbl>  
 1 1 average 2012 Q1 N(20629, 1529860) 20629.  
 2 1 average 2012 Q2 N(20629, 1529860) 20629.  
 3 1 average 2012 Q3 N(20629, 1529860) 20629.  
 4 1 average 2012 Q4 N(20629, 1529860) 20629.  
 5 1 naive 2012 Q1 N(20124, 2139220) 20124.  
 6 1 naive 2012 Q2 N(20124, 4278440) 20124.  
 7 1 naive 2012 Q3 N(20124, 6417661) 20124.  
 8 1 naive 2012 Q4 N(20124, 8556881) 20124.  
 9 1 snaiev 2012 Q1 N(20266, 1208426) 20266.  
10 1 snaiev 2012 Q2 N(20399, 1208426) 20399.  
# ℹ 18 more rows

### View the aus\_tourism dataset

aus\_tourism

# A tsibble: 80 x 2 [1Q]  
 Quarter Trips  
 <qtr> <dbl>  
 1 1998 Q1 23182.  
 2 1998 Q2 20323.  
 3 1998 Q3 19827.  
 4 1998 Q4 20830.  
 5 1999 Q1 22087.  
 6 1999 Q2 21458.  
 7 1999 Q3 19914.  
 8 1999 Q4 20028.  
 9 2000 Q1 22339.  
10 2000 Q2 19941.  
# ℹ 70 more rows

fcst|>  
 filter(.id == 1)|>  
 autoplot()

![](data:image/png;base64,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)

### Performance Metrics and Models’ Accuracy

fcst\_accuracy <- fcst |>  
 accuracy(aus\_tourism,  
 measures = list(point\_accuracy\_measures,  
 interval\_accuracy\_measures,  
 distribution\_accuracy\_measures))

### View the Performance and Accuracy of each model

fcst\_accuracy

# A tibble: 7 × 13  
 .model .type ME RMSE MAE MPE MAPE MASE RMSSE ACF1 winkler  
 <chr> <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
1 automatc\_arima Test 827. 1188. 921. 3.48 3.89 1.01 1.00 0.382 6432.  
2 automatic\_ets Test 1020. 1308. 1055. 4.21 4.36 1.15 1.10 0.278 6719.  
3 average Test 2825. 3469. 2938. 11.2 11.8 3.21 2.93 0.667 37098.  
4 combination Test 980. 1263. 1019. 4.06 4.25 1.11 1.07 0.293 6854.  
5 naive Test 744. 1674. 1378. 2.90 5.77 1.50 1.41 0.466 8860.  
6 regression Test 2915. 3175. 2915. 12.0 12.0 3.18 2.68 0.698 37589.  
7 snaiev Test 1093. 1420. 1176. 4.50 4.91 1.28 1.20 0.190 6877.  
# ℹ 2 more variables: percentile <dbl>, CRPS <dbl>

1. **Automatic ARIMA:** Moderate errors across metrics. Low MAE and RMSE compared to some models, indicating relatively good performance in predicting close values. The ACF1 value suggests some autocorrelation in residuals. Moderate overall performance.
2. **Automatic ETS:** Similar performance to ARIMA but slightly higher errors. ACF1 is also slightly higher, indicating residual autocorrelation.
3. **Mean Model:** Highest errors among all models. Considerably higher MAE, RMSE, and MAPE values, indicating poor performance in capturing the pattern.
4. **Combination:** Moderate errors, lower than Mean Model. Shows better performance compared to the mean model but slightly higher errors than ARIMA and ETS.
5. **Naive:** Lower errors in MAE and RMSE compared to some models, suggesting better performance in predicting close values. However, relatively high MAPE indicates higher percentage errors.
6. **Regression:** Shows high errors across metrics, similar to the Mean Model. It seems to perform poorly compared to other models.
7. **Seasonal Naive:** Moderate errors overall, similar to ARIMA and ETS. ACF1 is relatively low, indicating less autocorrelation in residuals compared to some models.

Among these models, Automatic ARIMA and Automatic ETS seem to perform relatively well overall, having moderate errors across metrics and lower autocorrelation in residuals. Naive and Combination models also exhibit moderate performance. The Mean Model, Regression, and Seasonal Naive models have higher errors and might not be suitable choices based on these metrics.

## Note!!!

### **Metrics Focused on the Entire Distribution:**

1. **CRPS (Continuous Ranked Probability Score):**
   * **Focus:** Measures the discrepancy between the predicted and observed cumulative distribution functions. It evaluates probabilistic forecasts by assessing the entire distribution of predicted probabilities.
   * **Application:** Ideal for assessing the accuracy of probabilistic forecasts, giving an overview of the model’s performance across the entire range of predicted probabilities.
2. **RMSSE (Root Mean Squared Scaled Error):**
   * **Focus:** Measures the relative forecast performance by comparing the RMSE of the forecast to the RMSE of a naïve forecast.
   * **Application:** Evaluates the forecasting performance relative to a baseline (naïve forecast) by considering the scale of the data.

### **Metrics Focused on Point Forecasts:**

1. **ME (Mean Error):**
   * **Focus:** Measures the average error, indicating the tendency of the forecasts to overestimate or underestimate the actual values.
   * **Application:** Provides information on the average bias of the forecasts. If consistently positive or negative, it indicates a systematic over- or underestimation.
2. **RMSE (Root Mean Squared Error):**
   * **Focus:** Measures the square root of the average of squared differences between predicted and actual values.
   * **Application:** It provides a measure of the overall accuracy of the model’s point forecasts, penalizing larger errors more heavily.
3. **MAE (Mean Absolute Error):**
   * **Focus:** Measures the average absolute difference between predicted and actual values.
   * **Application:** Similar to RMSE but without squaring errors, offering an alternative view of the model’s accuracy without magnifying larger errors.
4. **MAPE (Mean Absolute Percentage Error):**
   * **Focus:** Measures the average percentage difference between predicted and actual values.
   * **Application:** Provides insights into the relative size of errors, useful when comparing models predicting different scales.
5. **MPE (Mean Percentage Error):**
   * **Focus:** Measures the average of percentage errors.
   * **Application:** Offers information on the tendency of the model to overestimate or underestimate and the magnitude of these errors.

### **Weighted or Penalizing Metrics:**

1. **Winkler Score:**
   * **Focus:** A scoring metric that penalizes predictions that deviate from actual values.
   * **Application:** Provides a weighted assessment that penalizes significant deviations, particularly useful when specific focus on larger deviations is needed.

Each metric contributes a different perspective on the model’s performance, focusing either on overall distribution assessment or pinpointing accuracy at specific points. The choice of which metric to prioritize depends on the specific forecasting goals and the critical aspects of model performance you wish to emphasize.

### Extract Specific Accuracy Metrics

fcst\_accuracy |>   
 select(.model, MAE, RMSE, winkler, CRPS)

# A tibble: 7 × 5  
 .model MAE RMSE winkler CRPS  
 <chr> <dbl> <dbl> <dbl> <dbl>  
1 automatc\_arima 921. 1188. 6432. 666.  
2 automatic\_ets 1055. 1308. 6719. 748.  
3 average 2938. 3469. 37098. 2307.  
4 combination 1019. 1263. 6854. 726.  
5 naive 1378. 1674. 8860. 997.  
6 regression 2915. 3175. 37589. 2298.  
7 snaiev 1176. 1420. 6877. 831.

### Winkler score alone

fcst |>  
 accuracy(aus\_tourism, list(qs = winkler\_score), level = .9)

# A tibble: 7 × 3  
 .model .type qs  
 <chr> <chr> <dbl>  
1 automatc\_arima Test 1858.  
2 automatic\_ets Test 2128.  
3 average Test 5929.  
4 combination Test 2056.  
5 naive Test 2781.  
6 regression Test 5883.  
7 snaiev Test 2373.

### Quantile Score alone

fcst |>  
 accuracy(aus\_tourism, list(qs = quantile\_score), probs = .9)

# A tibble: 7 × 3  
 .model .type qs  
 <chr> <chr> <dbl>  
1 automatc\_arima Test 447.  
2 automatic\_ets Test 457.  
3 average Test 2632.  
4 combination Test 463.  
5 naive Test 530.  
6 regression Test 2673.  
7 snaiev Test 523.

### Accuracy by model and .id

fcst\_accuracy <- fcst |>  
 accuracy(aus\_tourism, by = c(".model", ".id"))  
fcst\_accuracy

# A tibble: 147 × 11  
 .model .id .type ME RMSE MAE MPE MAPE MASE RMSSE ACF1  
 <chr> <int> <chr> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl> <dbl>  
 1 automatc\_arima 1 Test 635. 883. 688. 2.95 3.22 0.824 0.803 -0.365   
 2 automatc\_arima 2 Test 459. 789. 649. 2.09 3.06 0.764 0.709 -0.274   
 3 automatc\_arima 3 Test 574. 878. 801. 2.63 3.78 0.957 0.796 -0.496   
 4 automatc\_arima 4 Test 907. 988. 907. 4.27 4.27 1.08 0.900 -0.551   
 5 automatc\_arima 5 Test 285. 318. 285. 1.33 1.33 0.336 0.288 -0.208   
 6 automatc\_arima 6 Test 1163. 1406. 1163. 5.13 5.13 1.40 1.28 0.0501  
 7 automatc\_arima 7 Test 1349. 1864. 1349. 5.65 5.65 1.62 1.71 0.297   
 8 automatc\_arima 8 Test 1861. 2133. 1861. 7.95 7.95 2.24 1.97 0.0256  
 9 automatc\_arima 9 Test 2396. 2423. 2396. 10.2 10.2 2.93 2.25 -0.711   
10 automatc\_arima 10 Test 1823. 1871. 1823. 7.67 7.67 2.16 1.69 -0.666   
# ℹ 137 more rows

### Boxplot

fcst\_accuracy |> ggplot(aes( x = RMSE, y = fct\_reorder(.model, RMSE), fill = .model))+  
 geom\_boxplot()+  
 labs(title = "Boxplot Showing Models' Accuracy and Performance")
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In the realm of forecasting models, the evaluation of performance metrics often serves as a guiding light to discern the efficacy of various methodologies. In this scenario, the Automatic ARIMA model emerges as the forerunner, showcasing a superior predictive prowess among its peers. Its adeptness in minimizing errors across key metrics, such as Mean Absolute Error (MAE), Root Mean Squared Error (RMSE), and Mean Absolute Percentage Error (MAPE), positions it as a reliable choice for accurate point forecasts. The model’s demonstrated ability to capture patterns within the dataset without succumbing to significant biases underscores its robustness.

Following closely in the wake of Automatic ARIMA, the Automatic ETS model and the combined model exhibit commendable performance. While both models present slightly higher errors compared to the ARIMA, their overall accuracy and nuanced forecasting capabilities place them in the upper echelon of the lineup.

The Seasonal NAIVE and the NAIVE models secure their positions with respectable performances, albeit with slightly elevated errors when predicting values. Their simplicity and baseline-level performance make them suitable options for initial benchmarks but may fall short when aiming for finer predictive precision.

Contrarily, the Mean Model and Regression model display considerable shortcomings in forecasting accuracy, marked by notably higher errors across metrics. These models, albeit functional, lag behind in capturing the nuances of the dataset, signaling their limitations in providing accurate predictions.

In summary, the hierarchy of model performance, led by the Automatic ARIMA, suggests a tiered evaluation where models with more sophisticated methodologies and superior adaptability in capturing underlying patterns shine brighter, whereas simpler or less adaptive models lag behind in predictive accuracy.